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This paper discusses the collaboration-conflict process: a binomial process mixing collaboration and 
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1.   Introduction 
Software Review Meetings (SRM) are recommended quality assurance 
activities in software engineering.1 SRM involve designers, developers 
and testers in the verification of software at various points in the product 
development lifecycle. They allow determining if a product is being 
developed with quality and consistency with the specifications, i.e. it 
supplies the right solution to the requirements specified by the client.  

In spite of common corporate goals, the participants in SRM often 
develop conflicting perspectives, interpretations and positions regarding 
the product quality. This type of conflict justifies the collaboration-conflict 
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process: a process integrating conflict management in collaboration. We 
thus have, on the one hand, the review activity that has to be fulfilled by a 
group of persons and, on the other hand, the collaboration-conflict process 
necessary to accomplish the review activity with success.  

Groupware may simultaneously support SRM and collaboration-
conflict processes. Unfortunately, resolving conflicts and getting to 
consensus is a complex problem. One major intricacy is dealing with the 
main assumptions behind conflict resolution: (1) the interlocutors have 
diverse profiles, interests, viewpoints, and strategies that should be 
respected and often promoted to reach high-quality results; (2) in this 
context, reaching consensus requires a collective cognitive effort to 
understand the different positions and negotiate acceptable solutions; and 
(3) the process should be simultaneously fast and thorough, two goals that 
are often difficult to reconcile.  

Many groupware systems emphasize collaboration to the detriment of 
conflict management, for instance adopting a strict focus on participation 
and shared information. Such an approach may however fail, either 
because conflicts may remain dormant, just to arise later; or they may 
escalate to unacceptable levels, making it more difficult if not impossible 
to accomplish the corporate goals without explicit negotiation. It is 
therefore necessary to balance collaboration and conflict.  

The problem discussed in this paper concerns the lack of collaboration-
conflict balance observed in the current groupware tools.2 Our research 
tries to supplant this lack of balance by integrating models of collaboration 
and conflict. This research guided the development of a groupware tool 
supporting SRM in the Functional Specification phase.  

The adopted research approach is based on the Design Science 
paradigm.3 This problem-solving paradigm has its roots on engineering. It 
seeks to understand how technology may contribute to solve specific 
problems in particular domains. The Design Science paradigm emphasizes 
two main research goals: (1) establishing relevance through the 
identification of requirements and field-testing of concrete solutions, 
which in our case is accomplished by the FTR tool; and (2) establishing 
rigor by grounding the technology development in solid conceptual 
foundations, which in our case concerns the collaboration-conflict model.  

The paper is organized in six sections. In Section 2 we discuss the 
research’s theoretical foundations. In Section 3 we describe the 
collaboration-conflict process. Section 4 describes the developed 
prototype. Section 5 describes an experiment carried out with the 
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prototype. And finally Sections 6 and 7 present some points for discussion 
and the conclusions from this research.  

2.   Theoretical Foundations 

2.1.   Behavioral foundations of software review meetings 
Many recent software development approaches emphasize participation 
and collaboration as critical to improve performance. Examples include 
agile4 and open source5 software development. SRM follow the same 
assumptions, relying on collaboration to improve the early detection and 
correction of defects in software development.6  

SRM involve groups of experts, following formal procedures and 
designated roles, in the discovery of discrepancies between software 
specifications and other software documents, standards, and best 
practices.7 Johnson8 found out that these discrepancies can be one or two 
orders of magnitude less costly to remove when found in early 
development stages than after being released to customers; and also 
realized that SRM are effective in discovering certain soft, but 
nevertheless costly, defects such as logically correct but poorly structured 
code.  

In accordance with the International Software Testing Qualifications 
Board, the roles and responsibilities involved in SRM include:6  

• Manager: Has responsibility for the final decisions;  
• Moderator: Is responsible for the success of the review meeting. Leads 

the meeting and balances the discussions. Whenever necessary, also 
arbitrates conflicts;  

• Authors: Submit software artifacts for review and explain and justify 
their decisions;  

• Reviewers: Identify, analyze and question the defects found in the 
artifacts under review;  

• Secretary: Documents what happens in the review meeting, registering 
the defects and final decisions.  
D’Astous et al1 conducted observational studies to identify and 

characterize the predominant configuration of exchanges associated with 
SRM: 1) solution-elaboration; 2) solution-evaluation; 3) solution-
evaluation-elaboration; 4) proposition-opinion; and 5) opinion-arguments. 
This indicates that both conflict (negative evaluation) and collaboration 
(elaboration of an alternative solution) play an important role in SRM.  
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2.2.   Collaboration-conflict model 

Abstracting from the patterns observed by D’Astous et al,1 we may define 
a behavioral model underlining two very distinctive behaviors:  

• Conflictive: When reviewers assert negative evaluations of solutions 
proposed by the authors. When authors and evaluators provide negative 
opinions regarding the others’ propositions.  

• Collaborative: When reviewers seek to compensate negative evaluations 
by elaborating upon solutions or proposing new solutions. When 
authors and evaluators provide positive opinions regarding the others’ 
propositions.  
These behaviors define the collaboration-conflict spectrum of the 

exchanges between reviewers and authors in SRM. Of course the 
participants may continuously change from one behavior to another along 
the review process. Though what should be noted is that, depending on the 
contingencies of the specific situation, these behaviors may be equally 
supportive and harmful to the quality of the SRM outcomes.  

For instance, excessive collaboration may lead to groupthink, which 
has been considered detrimental to the decision quality.9,10 Also, 
extremely conflictive behaviors may lead to unsuccessful review 
meetings. Interestingly, dealing with conflict has been considered a way to 
avoid groupthink11 and collaboration is also a viable way to overcome 
conflict. Thus the two behaviors may actually be necessary to improve the 
SRM quality.  

Our model is based on the assumption that (1) review meetings should 
not gravitate towards being strictly collaborative or strictly conflicting but 
instead should reflect the whole spectrum of behaviors. The model also 
considers that (2) both collaboration and conflict should be stimulated 
in particular circumstances, since they are necessary to counterbalance the 
negative effects of each other.  

Fricker and Grünbacher12 distinguish between single-party groups, 
which are highly cohesive and thus pursue the same goals, and multiple-
party groups, which appear on different sides of the table. Multiple-party 
groups may be further classified as differentiated, homogeneous and 
collaborating. The former compete between each other, while 
homogeneous groups have the same aspirations but different opinions, and 
collaborating groups seek an agreement that may be beneficial to all group 
members. Thus in our behavioral model we should also consider that (3) 
collaboration and conflict may emerge at different grades, from 
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cohesive to differentiated, homogeneous and collaborating. Research in 
conflict resolution has found out that the adopted strategies depend on 
various factors such as personal style, gender, organizational influences 
and culture.13 This reinforces the argument that collaboration and conflict 
should coexist in SRM, and that no particular predisposition to benefit one 
over the other should be adopted.  

2.3.   Computational support to the collaboration-conflict model 

Thomas14 considers that beyond behavioral predispositions, cultural 
factors and social pressures, the adoption of collaborative and conflictive 
behaviors may be influenced by rules, procedures and incentive structures. 
We ponder that, by controlling these elements, technology may explicitly 
influence human behavior in SRM. We may distinguish the following 
types of influence:  

1. Using technology to manage the process;  
2. Using technology to intervene in the process as a facilitator or 

mediator.  
3. Using technology to develop incentive mechanisms that promote the 

process quality.  
Exemplary of the first type, we find Online Dispute Resolution 

systems, which manage the definition of goals, preferences, offers and 
counteroffers, and settlements.15-17 In the second type we find intelligent 
mediation tools.18-21 They employ automatic or semi-automatic 
mechanisms to monitor activity, identify problems with participation, and 
to assist their resolution through human interventions and information 
management mechanisms.  

The WinWin negotiation model for requirements inspection22 has 
applied intelligent mediation to SRM, offering mechanisms to detect 
software defects like missing capabilities and hidden requirements, and 
promoting agreements using brainstorming, categorizing and polling tools.  

The third type addresses the collaboration-conflict model in more 
subtle and diverse ways than the previous ones, using technology to 
influence the participants’ behaviors but without explicit control. Within 
this category we may find several technology-designed mechanisms:  

• Providing awareness of conflicts.23,24 
• Supporting conflict detection and traceability.25 
• Visualizing preferences and settlement spaces.26,27 
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• Promoting knowledge exchange and alternative problem/solution 
representations.28 

• Promoting certain positive values such as anonymity, constructive 
criticism, participation and consensus.29-31 

• Detecting and discouraging certain malicious acts.32 

Some of these incentives have been used with success in 
crowdsourcing systems like the Wikipedia and open source software 
development.33,34 For instance, Wikipedia offers talk pages and 
controversial tags to facilitate conflict resolution.33 Also in the software 
engineering field, Ramires et al30 experimented several mechanisms to 
promote consensus in software requirements validation, supporting 
multiple individual preferences, consensus solutions, and also rating users 
according with their conflictive or collaborative behaviors.  

3.   The Collaboration-Conflict Process 
In this section we elaborate the collaboration-conflict process, which 
provides a particular implementation of the model discussed in the 
previous section. This implementation is necessary to evaluate the model 
assumptions.  

We conceptualize the collaboration-conflict process as a combination 
of three functions: (1) review, (2) negotiation, and (3) argumentation. Let 
us now elaborate these functions in detail. Words in bold call the attention 
to key concepts.  

Review. The review meeting may be characterized according with the 
following phases:   

• Review statement: What triggers the meeting, consisting of a list of 
review items such as specification documents and programming code.  

• Scores: In this phase, the participants give scores to the review items. 
We currently support three scores: accept, reject and accept with 
restrictions. This phase may involve negotiation (described below).  

• Decision: After assessing the various review items, a decision must be 
made about the review. This final phase involves analyzing the scores 
given to each review item, equating their impact on the overall review 
and determining if the review fails or succeeds.  

Negotiation. The negotiation phase is prompted by conflicts. There is a 
conflict when two or more reviewers give different scores to a review 
item. A conflict should only be resolved through negotiation. Multiple 
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negotiations may occur during a review. A negotiation evolves according 
with the following steps:  

• Proposals: In the first step, the different scores given to a review item 
are treated as negotiation proposals submitted to the participants.  

• Search for consensus: The participants have to reach a final score for 
the item. This step may require argumentation (described below).  

• Closure: A negotiation is closed when a final score is defined for a 
review item.  

Argumentation. The search for a final score may require the 
confrontation of arguments. We adopted an argumentation model based on 
the Issue Based Information System35 model, which has been used in 
software engineering to capture design rationale.36-38 The argumentation 
model defines the following elements:  

• Positions: Several positions are expressed in favor or against a 
proposal. The positions are automatically inferred from the scores 
attributed by the participants to the review items (for instance, the 
participants that gave a reject score are against the participants that gave 
an accept score and vice versa).  

• Arguments: Concise pieces of text giving strength to positions. In 
order to enforce argumentation, the participants are requested to 
complement the reject and “accept with restrictions” scores with 
arguments.  
Notice that the review, negotiation and argumentation activities are 

entangled and concurrently executed. The data model of the collaboration-
conflict process is organized around the various elements identified above: 
review statement, review item, score, final score, proposal, position, 
argument and decision. Figure 1 depicts this model.  
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Fig. 1.  Data model of the collaboration-conflict process 

We also observe that the goal of the collaboration-conflict process is 
not necessarily to obtain consensual scores for every review item. Several 
rules may be defined regarding what results should be drawn from the 
individual scores. The following rules may be considered: majority voting, 
where the final score is determined by the majority of the participants; 
consensus voting, i.e. there is only a result if it corresponds to the same 
score selected by all participants; and manager decision, where the 
manager decides the final score based on the participants’ scores.  

After obtaining the final scores, the whole review statement should be 
subject to a final decision. Again, several rules may be adopted to reach 
the final decision. We adopted the following types of decisions in our 
implementation: (1) full acceptance, when all participants accept; (2) 
general reject, if there is at least one reject; (3) postpone, if there is more 
than a predefined number of accepts with restrictions; and (4) general 
acceptance otherwise.  

3.1.   Factors affecting the process 

Every collaboration-conflict process, although structured according with 
the phases previously described, has its own dynamics and depends on a 
set of factors that interact between themselves, interfering with the process 
outcomes. We highlight the following contextual factors:  

• Level of conflict - As the level of conflict increases, so does the 
cognitive effort necessary to negotiate and argue. At the limit, a 
destructive level of conflict will lead to a failed process. The number of 
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suggested proposals, positions and arguments may serve to measure the 
level of conflict.  

• Number of participants - A large number of participants may also turn it 
more difficult to negotiate.  

• Status differences - Status differences address the dependence 
relationships between leaders and subordinates. Groups having status 
differences may be negatively affected by the dependence on people 
with more power.39 The balance between the participants’ proposals, 
positions and arguments may serve to measure the effects of status 
differences.  

• Problem involvement - A low involvement with what is under 
discussion may turn it more difficult to participate in the process. The 
number of suggested proposals, positions and arguments may serve to 
measure the problem involvement.  

• Group expertise - The lack of expertise about the problem under 
discussion may also affect the process outcomes. This factor may be 
measured by assessing the quality of the presented arguments.  

3.2.   Quality criteria for assessing the process 

It is fundamental to define quality criteria for assessing the collaboration-
conflict process. However, the selection of criteria is quite challenging. 
Let us consider, for example, a situation where a decision is immediately 
reached after a small number of proposals; and contrast it with another 
situation in which, after a long argumentation, several proposals were 
discussed.  

We may assume the first case has low quality while the second case has 
high quality. This assumption may however be misleading. For instance, it 
is possible that the first case has low complexity and relevance, and the 
adopted decision is not only adequate but also efficient. On the contrary, 
the second case may correspond to a situation where conflicts may have 
lead to a suboptimal decision, having the additional cost of spending too 
much time to finish the process.  

When considering negotiation processes, quality has been 
fundamentally associated with efficiency. For instance, the distance 
between the agreed solution and the best possible solution that could be 
obtained by continuing the process, designated value-left-on-the-table, is 
commonly used to evaluate the quality of negotiation processes.40 This 
approach is however more adequate to bargaining than to collaboration-
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conflict, since the former is influenced by the zero-sum game while the 
later is more influenced by “satisfying” trade-offs.41  

When considering collaboration processes, quality tends to be 
measured according with a diverse set of variables categorized as 
efficiency, effectiveness, satisfaction, and consensus.42 This suggests the 
quality of collaboration-conflict processes should be measured according 
with a combination of criteria, for which we suggest:  

• Efficiency - Time to complete the task.  
• Flexibility - Number of positions changes to converge with the 

majority. 
• Contribution - Number of arguments produced by the participants.  

4.   FTR Tool 
This section describes the tool we developed to support the process 
described in Section 3. We first describe the specific requirements of the 
groupware tool and associate those requirements with the particular 
characteristics of the collaboration-conflict process. We then describe the 
tool’s architecture and interface.  

4.1.   Addressing the collaboration-conflict model 
One fundamental characteristic of the FTR Tool is making the 
collaboration-conflict process explicit to the participants. It is not enough 
to manage messages exchange according with the typical tags like topics, 
contents, authors, etc. Specific tags are necessary to position messages 
within the collaboration-conflict spectrum.  

To illustrate the problem, consider that messages exchange is supported 
through a typical e-mail tool. The tool preserves the exchanged messages 
in their temporal order, but the collaborative and conflicting behaviors are 
not easy to discriminate and follow. This is particularly true with 
asynchronous interaction.44 As participants tend to mix several types of 
contributions into a single message, it is not easy for a remote participant 
to keep track of the interventions according with the collaboration-conflict 
continuum, which means the participants have to overcome this ambiguity 
by constantly assessing and reassessing the messages’ contents.  

To reduce these problems, the FTR Tool adopts the argumentation 
model described in Figure 1. This model assures that exchanges messages 
may be tracked according with relevant criteria like positions in favor or 
against and arguments.  
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It is also important to give the moderator an overall view of the 
participants’ contributions according with the collaboration-conflict 
continuum. The FTR Tool addresses this issue with a participameter.41 
Table 1 summarizes the participameter information collected by the FTR 
Tool and delivered to the moderator.  

Table 1. Individual assessment information  

Assessment  
Contributing Positions Number of proposals from a participant in relation with the total 

number of proposals.  
Contributing Arguments  Percentage of arguments from the participant in relation with the total 

number of registered arguments.  
Punctuality  Average of time to complete the task, as a percentage of time 

assigned to the task.  
Relevance of Arguments  Number of arguments from a participant that contributed to the final 

score in relation with the total number of arguments.  
Flexibility to converge Number of score changes to converge with the majority, in relation 

with the total number of score changes to converge with the majority.  

4.2.   FTR implementation 

Any FTR requires several pre-arrangements from the moderator. The 
FTR Tool supports some of these activities. It allows importing the review 
documents into the system. It also allows presenting the reviewers’ initial 
proposals and comments, and selecting for discussion (with control by the 
moderator) the artifacts that seem more conflicting.  

Another important supported function is allowing the moderator to 
check for duplicates and equivocal statements. Using the FTR Tool, the 
moderator may turn doubts, problems, comments, alternatives, and 
solution into validated proposals for assessment by the reviewers in the 
next phase. We note however that this preliminary phase is not the main 
focus of our research. We actually concentrated our research on the 
support to the second phase: the collaboration-conflict process.  

The second phase starts when the moderator sends the first validated 
proposals to the reviewers. New proposals may be delivered during the 
review if necessary. To ensure confidentiality, the proposals are 
dissociated from the original authors.  

During the second phase, the reviewers register their scores. Each 
reviewer may associate a score to a proposal, reflecting his/her judgment 
about the proposal (0 - not an error/accept; 1 - light error/ accept with 
restrictions; 2 - serious error/reject). In case the chosen score is 1 or 2, the 
reviewer is requested to complement the score with arguments, consisting 
of small text sentences. All arguments should be linked to a Functional 
Specification Document. Examples include: “the item cannot be related 
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with the Functional Specification and should be removed”; “the item does 
not comply with the specification of function X”; or “the item fails to 
implement requirement Y”.  

The positions in favor and against each proposal are automatically 
calculated. The divergences are shown to the reviewers without exposing 
the identities of the opponents. After evaluating the arguments associated 
with one proposal, a reviewer may change his/her own position or add 
additional arguments. The changes in positions update the associated 
arguments. This procedure may be repeated until closing a proposal with 
the final score. Updates to positions and arguments are visible to all 
reviewers.  

When there are no positions against a proposal, it is immediately 
“closed” and the final score is known. In order to cover all proposals 
assigned to a FTR session, a “closed” proposal cannot be reopened in the 
same session. Also for efficiency reasons, the proposals are controlled by 
a timeout mechanism. The moderator is responsible for setting the time 
limits and closing the proposals when the time limits are reached. The 
reviewers are notified before the proposal time is out. After all proposals 
are closed the process advances to the decision phase.  

The decision phase will determine the output of the FTR. As previously 
mentioned, a consensual score may not be achieved for every proposal. In 
order to close the review, the moderator may adopt three different 
strategies: majority voting, deciding another negotiation round, and 
assigning his/her decision. The moderator selects one of these rules before 
starting the session to guarantee the transparency principle.  

4.3.   Additional implementation details 
The FTR tool was built using the Microsoft .Net framework and C# 
language. Being a Web application, it can be used at any time and place. 
The adopted database manager was SQL Server. To illustrate the 
prototype, we present some screen dumps.  

Figure 2 shows the beginning of the FTR session. The proposals 
selected by the moderator are displayed at the left. The participants enter 
their positions on the right.  
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Fig 2. Registering the participants’ positions. 

Fig 3. Argumentation of divergent positions. 

Figure 3 illustrates some possible outcomes of the collaboration-
conflict process. A proposal should be negotiated when it receives 
different scores. The arguments associated with each position provide 
rational elements for the change of positions. Notice that in the illustrated 
example there are no arguments associated with proposal 2 (row 2) 
because the scores were consensual.  

Figure 4 shows how arguments are inserted. For each proposal, the 
system shows its positions. When a position is added, the system opens a 
text box for writing an argument.  
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Fig. 4. Adding an argument to a divergent position. 

When the session is completed, a summary is generated. This is shown 
in Figure 5. When assessing the results, the moderator is able to decide on 
the next steps. One alternative is giving the participants more time to 
analyze documents and code, and then scheduling another session. 
Another possibility is making a decision on the proposals that have not 
reached consensus.  

Fig 5. Summary of the FTR session. 

5.   An Evaluation of the FTR Tool  
An evaluation of the FTR tool was carried out and its results were 
compared with those obtained with a standard FTR. The evaluation was 
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conducted in a telecommunications company operating in Brazil. We use 
the fictitious name BTC to preserve the anonymity of both the company 
and the participants. The main purpose of the evaluation was to obtain 
qualitative insights about the collaboration-conflict model, the process and 
the FTR tool.  

5.1.   Experimental setting 
BTC subcontracts several software companies to develop software 
artifacts. The subcontracted companies may be located in Brazil or abroad. 
Before formally concluding these contracts, all artifacts delivered by the 
subcontractors must be submitted to a quality assurance process that 
evaluates them against the specifications described in the contracts. 
Depending on the task complexity, quality assurance may demand 
considerable time and effort from both parties. The standard FTR has been 
used for a few years and all members of the quality assurance team 
considered that changes could be done to improve it without reducing 
quality, especially because the FTR were done face-to-face and often 
involved foreign subcontractors.  

The standard FTR engages from five to eight people: up to four 
authors, three reviewers and a leader. For the evaluation sessions we 
planned a similar team. However, we had to define how to compare the 
standard FTR against our approach. In theory we had two alternatives:  

1) Select an artifact, perform the standard and new FTR using two different teams, 
and then compare the results;  

2) Assign the same team to two different but equivalent artifacts; and have the 
team successively apply the standard and the new FTR approaches.  

Both alternatives had some constraints. We could not count on real 
subcontractors to play the authors’ role due to the costs involved. We also 
did not have formal authorization from BTC to apply the new FTR 
approach in real reviews. But we still wanted to use real data in our 
evaluation. We thus adopted a variation of alternative 1: Select two recent 
artifacts and recover their FTR records, which were already concluded 
through the standard process. This corresponded to a post-hoc analysis of 
the FTR process.  

After that, we rerun the FTR with the same two artifacts but using a 
different review team. From an experimental point of view, this 
corresponds to repeating samples with different subjects and experimental 
conditions (traditional FTR and our approach, using the FTR tool).  
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We then compared the results of both samples. We are aware of the 
limitations of this schema, but we preferred that to using, for example, a 
totally artificial setting, such as having students playing the FTR.  

For the comparison we used three criteria: (1) number of proposals; (2) 
number of arguments; and (3) number of changed positions toward 
consensus. The comparison was directed by the assumption that higher 
these indicators were, higher was the quality of the reviewing process. The 
number of changed positions toward consensus was an indicator that 
deserved some further analysis, as discussed later.  

5.2.   Evaluation results 
In the following description of the evaluation results we will refer to the 
artifacts as FE29520 and FE22520. First, it should be noted that the 
reviewers rejected them both. When comparing the results, we observed 
that the new FTR method resulted in increased numbers of arguments and 
changed positions towards consensus. This may be a sign that the FTR 
tool promotes higher levels of argumentation than traditional FTR.  

A summary of the obtained quantitative results is reproduced in Tables 
2 and 3. The standard FTR of FE29520 resulted in 4 proposals, 6 
arguments and 2 changed positions. The new FTR (using the FTR Tool) 
resulted in 31 proposals. The first session resulted in 15 arguments and 3 
changed positions, and the second session an additional 62 arguments and 
1 changed position. Regarding the standard FTR of FE22520, we had 9 
proposals, no arguments and no changed positions. The new process (FTR 
Tool), on the other hand, resulted in 23 proposals, 1 argument and also no 
changed positions. The results from FE22520 show that the participants 
(and in particular the leader) took the immediate decision to reject the 
functional specifications, which explains the absence of arguments.  

Table 2. Indicators of FE29520 review 

Indicators Standard FTR FTR Tool 
Elapsed Time  3  8  
Number of proposals raised 4  31  
Number of sessions 3 2 
Number of arguments placed by reviewers 
and authors 6 15 and 62 

* 
Number of changed positions towards 
consensus 2 3 and 1* 

* First and second sessions, respectively 
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Table 3. Indicators of FE22520 review 

Indicators Standard FTR FTR Tool 
Elapsed Time  7  5 
Number of proposals raised 9  23  
Number of sessions 1 1 
Number of arguments placed by reviewers 
and authors 0 1 

Number of changed positions towards 
consensus 0 0 

 
Apparently, the simplicity of the FTR Tool and the short training 

applied before the sessions were sufficient to accomplish the reviews 
without relevant problems. We noticed however, that the arguments were 
not always used as such. For instance, several comments were inserted as 
if they were arguments. Comments such as “I agree with the item above” 
are not real arguments but appeared as such. This may impact the above 
comparisons. Only about 40% of the arguments written by the team 
members were actually identified as real arguments. These difficulties are 
in line with those reported by Borges et al44 on the use of a structured 
argumentation model.  

5.3.   Questionnaires 
The participants in the evaluation (those that used the FTR Tool) were 
requested to complete an open questionnaire about the tool. The answers 
to the questionnaire seem to indicate, in a general way, that the tool 
supports the dynamics of the collaboration-conflict model and promotes 
collaboration in FTR. A summary of advantages and disadvantages 
pointed by the participants is presented in Tables 4 and 5. Table 4 refers to 
the standard FTR while Table 5 refers to the FTR Tool usage.  

Table 4. Advantages and disadvantages of standard FTR 

Positive Aspects Negative Aspects  
Often a face-to-face meeting is more 
productive because people have 
difficulties in expressing themselves in 
writing - verbally is easier and faster - 
especially when it comes to a discussion 
where reasoning through arguments is 
necessary. 

Meetings are not always possible because 
of the geographical distribution and the 
time involved. Also, difficulties 
documenting the meeting: what has been 
discussed and what has been resolved. 
Negotiation is difficult because there is no 
consolidation of ideas in written format. 
Poor use of time in meetings where one 
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loses focus easily.  
Items considered irrelevant are not 
captured, but they contribute to a more 
clean and clear documentation.  

The possibility of using drawings to 
explain an idea, facilitating the 
understanding and optimizing time 
usage. 

There is no reliable history of assessments 
made by each participant. 
When it is necessary to return to a previous 
validation, there is no history of meetings 
and positions from each participant. 
Sometimes an item under discussion is 
forgotten. The questions raised during the 
review end up lost after several versions. 

 
The participants pointed out the following main advantages: (1) the tool 

was easy to learn; (2) had clear rules; (3) managed knowledge evenly; and 
(4) preserved the argumentation history. Also, the support to asynchronous 
and geographically distributed meetings was identified as an advantage, 
though the face-to-face meetings ease understanding and offers more 
expressiveness.  

Table 5. Advantages and disadvantages of using the FTR tool  

Positive Aspects Negative Aspects  
Outcomes in one place, where all 
participants have access.  

Not enough space to type an 
idea.  

Participants may interact at the 
meetings at different times and 
without the need of being in the same 
place. It is a solution to the problem 
of dispersed teams. 

The tool was unavailable during 
certain periods.  

Negotiation was much faster because 
there was a consolidation of the 
points raised. 

As each person works on her/his 
own schedule, sometimes the 
question you insert stays 
without any response for some 
time.  

Less likely to shift the meeting focus.  
Uptake of irrelevant items that may 
contribute to a more clean and clear 
documentation that facilitates the 
next steps. 

May hinder understanding, if 
the written communication is 
not clear. 

The validations records of each 
participant are stored and this avoids 
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bad communication.  
You can return to the validation 
process at any time. 

Does not maintain version 
control. An issue may not be 
answered in the first round and 
may reappear later. But there is 
no explicit information that this 
issue has been treated earlier.  

Contributes to equalize knowledge of 
everyone involved in the project.  

The formalization of the problems / 
issues / positions / arguments / 
results are recorded in a structured 
way, and it keeps meeting history.  

There should be links between 
positions, arguments and 
evaluations from a single user, 
i.e., a user can assess all the 
involvement her/he had with an 
issue. This would make the tool 
more flexible and optimize the 
time to understand the issues. 

 
It is important to emphasize that the participants, in general, valued the 

capability to register all arguments in an organized way. This seems to 
ease changing positions towards consensus and enriches the FTR as a 
whole.  

One of the main problems identified in the standard FTR is that the 
review repeats itself several times without necessity, only because the 
reviewers’ recommendations seem to be unnoticed by the authors. The 
FTR Tool was seen by the participants as a mechanism to overcome this 
problem.  

Overall, the comments produced by the participants indicate that the 
desired objectives for the FTR are coherent with the collaboration-conflict 
model: supporting a continuum of collaboration and negotiation. The 
participants in the experiment indeed recommended the adoption of the 
FTR Tool in their organization.  

6.   Discussion 
In Table 6 we summarize the various concepts involved in the 
collaboration-conflict model. The major distinctions concern the 
behavioral context, expected attitudes, computational support, incentives, 
contextual factors, quality criteria, and data elements. As the paper shows, 
the integration of such disparate concepts requires bridging information 
sharing with negotiation and argumentation. This was implemented in the 
FTR Tool through one common data element: argument. Arguments 
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contribute at the same time to build a common understanding of the 
problem and to bring forward different views and conflicting positions.  

Looking at this focal point, it was striking to find out that in the 
evaluation the FTR Tool generated more arguments than the standard 
FTR. The responses to the questionnaires also emphasize that the 
participants considered arguments as important meeting elements, 
allowing them to reason and consolidate the discussion while avoiding bad 
communication.  

Table 6. The collaboration-conflict model.  

 Collaboration Conflict 
Behavioral context  Single-party, collaborating  Differentiated, homogeneous 
Expected attitudes Collaborative Conflictive 
Computational support Information sharing Negotiation, argumentation 
Incentives Awareness, visualization, knowledge 

exchange, contribution, consensus 
Conflict detection, preferences, 
settlement spaces, detection of 
malicious acts 

Contextual factors Expertise, involvement Level of conflict, status differences 
Quality criteria Efficiency, contribution Efficiency, flexibility 
Data elements 
implemented by the FTR 
tool 

Proposals, arguments, decision, final 
scores 

Positions, arguments, scores 
Automated positions 

 
Although these results are promising, we are aware that we need more 

experiments to claim that computer support may increase argumentation, 
and also that argumentation may increase the quality of review meetings. 
The qualitative insights obtained with the experiments show that such 
causal relationships should be further investigated, and also indicate that 
the increased number of arguments might be related to the increased 
number of proposals. One possible interpretation is that the collaboration-
conflict model might promote constructive conflict, since conflicting 
positions may be accompanied with alternative proposals. This 
interpretation is inline with the observations from D’Astous et al,1 
although in that case no technology support was used.  

We also observe that the validation in a real-world setting provided 
some insights not possible when using students or artificial settings, but on 
the other hand limited the number of samples and the level of control over 
the evaluation setting. In any case we are aware that we need more 
sessions with more variety of artifacts and participants to consolidate our 
conclusions.  

We finally note that of the three quality criteria considered by our study 
- efficiency, flexibility and contribution - only contribution seems to have 
been affected by the FTR Tool. Future experiments may be set up to 
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evaluate the impact of technological incentives specifically focused on 
improving efficiency and flexibility.  

7.   Conclusions 

We developed a collaboration-conflict model for software review 
meetings and a tool to support it. The collaboration-conflict model brings 
together very distinct behavioral contexts, expected attitudes, 
computational support, incentives and quality criteria. The research 
allowed us to understand how to bring together these elements. The 
developed collaboration-conflict process integrates information sharing 
with negotiation and argumentation, linking various data elements such as 
decisions, proposals, positions, arguments and scores.  

Two evaluation sessions were carried out in a telecommunications 
company that adopts a global software development strategy. We 
compared the results of four review meetings, two using the standard 
review process and two using the tool described in this paper. The 
quantitative and qualitative results provide some insights about the 
reviewers’ behavior facing the somewhat contradictory process of 
collaboration-conflict.  

First, the evaluation data indicates that the developed tool is capable to 
support software reviews with some advantages over the standard process. 
Second, the evaluation shows that the pivot data element in the 
collaboration-conflict model is the argument, as it integrates the 
collaborative and the negotiated aspects of the tool functionality.  

And third, the evaluation also allowed us to identify some points that 
may constitute subject for future research. An important challenge is to 
evaluate the causal relationships between technology use, increased 
argumentation and improved decision quality.  Another challenge is 
validating the positive relationships between proposals and arguments, 
delineating what may be designated as “constructive conflict”. And 
finally, this research also gives some positive indications towards 
extending the collaboration-conflict model to other collaborative tools and 
applications.  

The research described in this paper contributes to information systems 
development in two main ways. One is raising attention, articulating the 
problems and describing a technical solution for integrating collaborative 
and conflicting behaviors in computational support. The other one is 
contributing to the development of technology-designed incentive 
mechanisms, which influence human behavior and process quality through 
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information structures that promote positive and discourage negative 
values.  
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